{

"cells": [

{

"cell\_type": "code",

"execution\_count": 1,

"id": "0af4301b",

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\rahul\\AppData\\Local\\Temp/ipykernel\_10396/1600307531.py:7: DeprecationWarning: `np.float` is a deprecated alias for the builtin `float`. To silence this warning, use `float` by itself. Doing this will not modify any behavior and is safe. If you specifically wanted the numpy scalar type, use `np.float64` here.\n",

"Deprecated in NumPy 1.20; for more details and guidance: https://numpy.org/devdocs/release/1.20.0-notes.html#deprecations\n",

" from numpy import random, float, array\n"

]

}

],

"source": [

"%matplotlib inline\n",

"\n",

"import pandas as pd\n",

"from sklearn.cluster import KMeans\n",

"import matplotlib.pyplot as plt\n",

"from sklearn.preprocessing import scale\n",

"from numpy import random, float, array\n",

"import numpy as np\n",

"import seaborn as sns"

]

},

{

"cell\_type": "code",

"execution\_count": 2,

"id": "46514955",

"metadata": {},

"outputs": [],

"source": [

"crime = pd.read\_csv(\"crime\_data.csv\")"

]

},

{

"cell\_type": "code",

"execution\_count": 3,

"id": "1adf2bd1",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Unnamed: 0</th>\n",

" <th>Murder</th>\n",

" <th>Assault</th>\n",

" <th>UrbanPop</th>\n",

" <th>Rape</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>Alabama</td>\n",

" <td>13.2</td>\n",

" <td>236</td>\n",

" <td>58</td>\n",

" <td>21.2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>Alaska</td>\n",

" <td>10.0</td>\n",

" <td>263</td>\n",

" <td>48</td>\n",

" <td>44.5</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>Arizona</td>\n",

" <td>8.1</td>\n",

" <td>294</td>\n",

" <td>80</td>\n",

" <td>31.0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>Arkansas</td>\n",

" <td>8.8</td>\n",

" <td>190</td>\n",

" <td>50</td>\n",

" <td>19.5</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>California</td>\n",

" <td>9.0</td>\n",

" <td>276</td>\n",

" <td>91</td>\n",

" <td>40.6</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Unnamed: 0 Murder Assault UrbanPop Rape\n",

"0 Alabama 13.2 236 58 21.2\n",

"1 Alaska 10.0 263 48 44.5\n",

"2 Arizona 8.1 294 80 31.0\n",

"3 Arkansas 8.8 190 50 19.5\n",

"4 California 9.0 276 91 40.6"

]

},

"execution\_count": 3,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"crime.head()"

]

},

{

"cell\_type": "code",

"execution\_count": 4,

"id": "61db0e3d",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(50, 5)"

]

},

"execution\_count": 4,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"crime.shape"

]

},

{

"cell\_type": "code",

"execution\_count": 5,

"id": "ddfa0ab0",

"metadata": {},

"outputs": [],

"source": [

"# Normalization function \n",

"def norm\_func(i):\n",

" x = (i-i.min())/(i.max()-i.min())\n",

" return (x)"

]

},

{

"cell\_type": "code",

"execution\_count": 6,

"id": "4f41c493",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Murder</th>\n",

" <th>Assault</th>\n",

" <th>UrbanPop</th>\n",

" <th>Rape</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>count</th>\n",

" <td>50.000000</td>\n",

" <td>50.000000</td>\n",

" <td>50.000000</td>\n",

" <td>50.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>mean</th>\n",

" <td>0.420964</td>\n",

" <td>0.430685</td>\n",

" <td>0.568475</td>\n",

" <td>0.360000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>std</th>\n",

" <td>0.262380</td>\n",

" <td>0.285403</td>\n",

" <td>0.245335</td>\n",

" <td>0.242025</td>\n",

" </tr>\n",

" <tr>\n",

" <th>min</th>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25%</th>\n",

" <td>0.197289</td>\n",

" <td>0.219178</td>\n",

" <td>0.381356</td>\n",

" <td>0.200904</td>\n",

" </tr>\n",

" <tr>\n",

" <th>50%</th>\n",

" <td>0.388554</td>\n",

" <td>0.390411</td>\n",

" <td>0.576271</td>\n",

" <td>0.330749</td>\n",

" </tr>\n",

" <tr>\n",

" <th>75%</th>\n",

" <td>0.629518</td>\n",

" <td>0.698630</td>\n",

" <td>0.775424</td>\n",

" <td>0.487726</td>\n",

" </tr>\n",

" <tr>\n",

" <th>max</th>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Murder Assault UrbanPop Rape\n",

"count 50.000000 50.000000 50.000000 50.000000\n",

"mean 0.420964 0.430685 0.568475 0.360000\n",

"std 0.262380 0.285403 0.245335 0.242025\n",

"min 0.000000 0.000000 0.000000 0.000000\n",

"25% 0.197289 0.219178 0.381356 0.200904\n",

"50% 0.388554 0.390411 0.576271 0.330749\n",

"75% 0.629518 0.698630 0.775424 0.487726\n",

"max 1.000000 1.000000 1.000000 1.000000"

]

},

"execution\_count": 6,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# Normalized data frame (considering the numerical part of data)\n",

"df\_norm = norm\_func(crime.iloc[:,1:])\n",

"df\_norm.describe()"

]

},

{

"cell\_type": "code",

"execution\_count": 7,

"id": "9adf22af",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Murder</th>\n",

" <th>Assault</th>\n",

" <th>UrbanPop</th>\n",

" <th>Rape</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>count</th>\n",

" <td>50.000000</td>\n",

" <td>50.000000</td>\n",

" <td>50.000000</td>\n",

" <td>50.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>mean</th>\n",

" <td>0.420964</td>\n",

" <td>0.430685</td>\n",

" <td>0.568475</td>\n",

" <td>0.360000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>std</th>\n",

" <td>0.262380</td>\n",

" <td>0.285403</td>\n",

" <td>0.245335</td>\n",

" <td>0.242025</td>\n",

" </tr>\n",

" <tr>\n",

" <th>min</th>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25%</th>\n",

" <td>0.197289</td>\n",

" <td>0.219178</td>\n",

" <td>0.381356</td>\n",

" <td>0.200904</td>\n",

" </tr>\n",

" <tr>\n",

" <th>50%</th>\n",

" <td>0.388554</td>\n",

" <td>0.390411</td>\n",

" <td>0.576271</td>\n",

" <td>0.330749</td>\n",

" </tr>\n",

" <tr>\n",

" <th>75%</th>\n",

" <td>0.629518</td>\n",

" <td>0.698630</td>\n",

" <td>0.775424</td>\n",

" <td>0.487726</td>\n",

" </tr>\n",

" <tr>\n",

" <th>max</th>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Murder Assault UrbanPop Rape\n",

"count 50.000000 50.000000 50.000000 50.000000\n",

"mean 0.420964 0.430685 0.568475 0.360000\n",

"std 0.262380 0.285403 0.245335 0.242025\n",

"min 0.000000 0.000000 0.000000 0.000000\n",

"25% 0.197289 0.219178 0.381356 0.200904\n",

"50% 0.388554 0.390411 0.576271 0.330749\n",

"75% 0.629518 0.698630 0.775424 0.487726\n",

"max 1.000000 1.000000 1.000000 1.000000"

]

},

"execution\_count": 7,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# Normalized data frame (considering the numerical part of data)\n",

"df\_norm = norm\_func(crime.iloc[:,1:])\n",

"df\_norm.describe()"

]

},

{

"cell\_type": "code",

"execution\_count": 8,

"id": "2e2a3cd6",

"metadata": {},

"outputs": [],

"source": [

"from scipy.cluster.hierarchy import linkage \n",

"import scipy.cluster.hierarchy as sch # for creating dendrogram "

]

},

{

"cell\_type": "code",

"execution\_count": 9,

"id": "d6fa9822",

"metadata": {},

"outputs": [],

"source": [

"z = linkage(df\_norm, method=\"complete\",metric=\"euclidean\")"

]

},

{

"cell\_type": "code",

"execution\_count": 11,

"id": "b82bf3c2",

"metadata": {},

"outputs": [

{

"data": {
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"text/plain": [

"<Figure size 1080x360 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.figure(figsize=(15, 5))\n",

"plt.title('Hierarchical Clustering Dendrogram')\n",

"plt.xlabel('Features')\n",

"plt.ylabel('Crime')\n",

"sch.dendrogram(z,\n",

" leaf\_rotation=0., # rotates the x axis labels\n",

" leaf\_font\_size=8., # font size for the x axis labels\n",

" )\n",

"plt.show()"

]

},

{

"cell\_type": "code",

"execution\_count": 12,

"id": "4dc49a93",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Murder</th>\n",

" <th>Assault</th>\n",

" <th>UrbanPop</th>\n",

" <th>Rape</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>Murder</th>\n",

" <td>1.000000</td>\n",

" <td>0.801873</td>\n",

" <td>0.069573</td>\n",

" <td>0.563579</td>\n",

" </tr>\n",

" <tr>\n",

" <th>Assault</th>\n",

" <td>0.801873</td>\n",

" <td>1.000000</td>\n",

" <td>0.258872</td>\n",

" <td>0.665241</td>\n",

" </tr>\n",

" <tr>\n",

" <th>UrbanPop</th>\n",

" <td>0.069573</td>\n",

" <td>0.258872</td>\n",

" <td>1.000000</td>\n",

" <td>0.411341</td>\n",

" </tr>\n",

" <tr>\n",

" <th>Rape</th>\n",

" <td>0.563579</td>\n",

" <td>0.665241</td>\n",

" <td>0.411341</td>\n",

" <td>1.000000</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Murder Assault UrbanPop Rape\n",

"Murder 1.000000 0.801873 0.069573 0.563579\n",

"Assault 0.801873 1.000000 0.258872 0.665241\n",

"UrbanPop 0.069573 0.258872 1.000000 0.411341\n",

"Rape 0.563579 0.665241 0.411341 1.000000"

]

},

"execution\_count": 12,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"crime.corr()"

]

},

{

"cell\_type": "code",

"execution\_count": 13,

"id": "13c9e670",

"metadata": {},

"outputs": [],

"source": [

"###### screw plot or elbow curve ############\n",

"k = list(range(2,15))\n",

"#k"

]

},

{

"cell\_type": "code",

"execution\_count": 14,

"id": "fcc057b9",

"metadata": {},

"outputs": [],

"source": [

"from sklearn.cluster import\tKMeans\n",

"from scipy.spatial.distance import cdist \n",

"import numpy as np"

]

},

{

"cell\_type": "code",

"execution\_count": 15,

"id": "c59e99e0",

"metadata": {},

"outputs": [],

"source": [

"TWSS = [] # variable for storing total within sum of squares for each kmeans \n",

"for i in k:\n",

" kmeans = KMeans(n\_clusters = i)\n",

" kmeans.fit(df\_norm)\n",

" WSS = [] # variable for storing within sum of squares for each cluster \n",

" for j in range(i):\n",

" WSS.append(sum(cdist(df\_norm.iloc[kmeans.labels\_==j,:],kmeans.cluster\_centers\_[j].reshape(1,df\_norm.shape[1]),\"euclidean\")))\n",

" TWSS.append(sum(WSS))"

]

},

{

"cell\_type": "code",

"execution\_count": 16,

"id": "48628ea4",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"([<matplotlib.axis.XTick at 0x2372e839550>,\n",

" <matplotlib.axis.XTick at 0x2372e839520>,\n",

" <matplotlib.axis.XTick at 0x2372e8320a0>,\n",

" <matplotlib.axis.XTick at 0x2372e3c03d0>,\n",

" <matplotlib.axis.XTick at 0x2372e3c0a60>,\n",

" <matplotlib.axis.XTick at 0x2372e3c71f0>,\n",

" <matplotlib.axis.XTick at 0x2372e3c0ac0>,\n",

" <matplotlib.axis.XTick at 0x2372e3c71c0>,\n",

" <matplotlib.axis.XTick at 0x2372e3cc070>,\n",

" <matplotlib.axis.XTick at 0x2372e3cc700>,\n",

" <matplotlib.axis.XTick at 0x2372e3cce50>,\n",

" <matplotlib.axis.XTick at 0x2372e3d45e0>,\n",

" <matplotlib.axis.XTick at 0x2372e3cce20>],\n",

" [Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, ''),\n",

" Text(0, 0, '')])"

]

},

"execution\_count": 16,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {
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"text/plain": [

"<Figure size 1152x432 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"# Scree plot \n",

"\n",

"plt.figure(figsize=(16,6))\n",

"plt.plot(k,TWSS,'ro-');plt.xlabel(\"No\_of\_Clusters\");plt.ylabel(\"total\_within\_SS\");plt.xticks(k)"

]

},

{

"cell\_type": "code",

"execution\_count": 17,

"id": "1de89202",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"KMeans(n\_clusters=4)"

]

},

"execution\_count": 17,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# Selecting 4 clusters from the above scree plot which is the optimum number of clusters \n",

"model=KMeans(n\_clusters=4) \n",

"model.fit(df\_norm)"

]

},

{

"cell\_type": "code",

"execution\_count": 18,

"id": "a0a14bc4",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([1, 2, 2, 1, 2, 2, 3, 3, 2, 1, 3, 0, 2, 3, 0, 3, 0, 1, 0, 2, 3, 2,\n",

" 0, 1, 3, 0, 0, 2, 0, 3, 2, 2, 1, 0, 3, 3, 3, 3, 3, 1, 0, 1, 2, 3,\n",

" 0, 3, 3, 0, 0, 3])"

]

},

"execution\_count": 18,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"model.labels\_ # getting the labels of clusters assigned to each row "

]

},

{

"cell\_type": "code",

"execution\_count": 19,

"id": "8362d6fe",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([[0.1686747 , 0.11485774, 0.34028683, 0.12601868],\n",

" [0.79141566, 0.6802226 , 0.36864407, 0.36466408],\n",

" [0.6124498 , 0.75 , 0.75423729, 0.67980189],\n",

" [0.30439405, 0.32937147, 0.70588235, 0.31098951]])"

]

},

"execution\_count": 19,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"model.cluster\_centers\_"

]

},

{

"cell\_type": "code",

"execution\_count": 20,

"id": "f5041488",

"metadata": {},

"outputs": [],

"source": [

"import seaborn as sns"

]

},

{

"cell\_type": "code",

"execution\_count": 21,

"id": "dd1be0e7",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Murder</th>\n",

" <th>Assault</th>\n",

" <th>Rape</th>\n",

" <th>UrbanPop</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>13.2</td>\n",

" <td>236</td>\n",

" <td>21.2</td>\n",

" <td>58</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>10.0</td>\n",

" <td>263</td>\n",

" <td>44.5</td>\n",

" <td>48</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>8.1</td>\n",

" <td>294</td>\n",

" <td>31.0</td>\n",

" <td>80</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>8.8</td>\n",

" <td>190</td>\n",

" <td>19.5</td>\n",

" <td>50</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>9.0</td>\n",

" <td>276</td>\n",

" <td>40.6</td>\n",

" <td>91</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Murder Assault Rape UrbanPop\n",

"0 13.2 236 21.2 58\n",

"1 10.0 263 44.5 48\n",

"2 8.1 294 31.0 80\n",

"3 8.8 190 19.5 50\n",

"4 9.0 276 40.6 91"

]

},

"execution\_count": 21,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"X = crime[['Murder', 'Assault', 'Rape', 'UrbanPop']]\n",

"clusters = KMeans(4) # 4 clusters!\n",

"clusters.fit( X )\n",

"clusters.cluster\_centers\_\n",

"clusters.labels\_\n",

"crime['Crime\_clusters'] = clusters.labels\_\n",

"crime.head()\n",

"crime.sort\_values(by=['Crime\_clusters'],ascending = True)\n",

"X.head()"

]

},

{

"cell\_type": "code",

"execution\_count": 22,

"id": "4b31d89a",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Unnamed: 0</th>\n",

" <th>Murder</th>\n",

" <th>Assault</th>\n",

" <th>UrbanPop</th>\n",

" <th>Rape</th>\n",

" <th>Crime\_clusters</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>North Dakota</td>\n",

" <td>0.8</td>\n",

" <td>45</td>\n",

" <td>44</td>\n",

" <td>7.3</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>28</th>\n",

" <td>New Hampshire</td>\n",

" <td>2.1</td>\n",

" <td>57</td>\n",

" <td>56</td>\n",

" <td>9.5</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>18</th>\n",

" <td>Maine</td>\n",

" <td>2.1</td>\n",

" <td>83</td>\n",

" <td>51</td>\n",

" <td>7.8</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>14</th>\n",

" <td>Iowa</td>\n",

" <td>2.2</td>\n",

" <td>56</td>\n",

" <td>57</td>\n",

" <td>11.3</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>44</th>\n",

" <td>Vermont</td>\n",

" <td>2.2</td>\n",

" <td>48</td>\n",

" <td>32</td>\n",

" <td>11.2</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>48</th>\n",

" <td>Wisconsin</td>\n",

" <td>2.6</td>\n",

" <td>53</td>\n",

" <td>66</td>\n",

" <td>10.8</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>11</th>\n",

" <td>Idaho</td>\n",

" <td>2.6</td>\n",

" <td>120</td>\n",

" <td>54</td>\n",

" <td>14.2</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>22</th>\n",

" <td>Minnesota</td>\n",

" <td>2.7</td>\n",

" <td>72</td>\n",

" <td>66</td>\n",

" <td>14.9</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>43</th>\n",

" <td>Utah</td>\n",

" <td>3.2</td>\n",

" <td>120</td>\n",

" <td>80</td>\n",

" <td>22.9</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>Connecticut</td>\n",

" <td>3.3</td>\n",

" <td>110</td>\n",

" <td>77</td>\n",

" <td>11.1</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>38</th>\n",

" <td>Rhode Island</td>\n",

" <td>3.4</td>\n",

" <td>174</td>\n",

" <td>87</td>\n",

" <td>8.3</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>40</th>\n",

" <td>South Dakota</td>\n",

" <td>3.8</td>\n",

" <td>86</td>\n",

" <td>45</td>\n",

" <td>12.8</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>46</th>\n",

" <td>Washington</td>\n",

" <td>4.0</td>\n",

" <td>145</td>\n",

" <td>73</td>\n",

" <td>26.2</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>26</th>\n",

" <td>Nebraska</td>\n",

" <td>4.3</td>\n",

" <td>102</td>\n",

" <td>62</td>\n",

" <td>16.5</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>20</th>\n",

" <td>Massachusetts</td>\n",

" <td>4.4</td>\n",

" <td>149</td>\n",

" <td>85</td>\n",

" <td>16.3</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>36</th>\n",

" <td>Oregon</td>\n",

" <td>4.9</td>\n",

" <td>159</td>\n",

" <td>67</td>\n",

" <td>29.3</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>10</th>\n",

" <td>Hawaii</td>\n",

" <td>5.3</td>\n",

" <td>46</td>\n",

" <td>83</td>\n",

" <td>20.2</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>47</th>\n",

" <td>West Virginia</td>\n",

" <td>5.7</td>\n",

" <td>81</td>\n",

" <td>39</td>\n",

" <td>9.3</td>\n",

" <td>2</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>Delaware</td>\n",

" <td>5.9</td>\n",

" <td>238</td>\n",

" <td>72</td>\n",

" <td>15.8</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25</th>\n",

" <td>Montana</td>\n",

" <td>6.0</td>\n",

" <td>109</td>\n",

" <td>53</td>\n",

" <td>16.4</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>15</th>\n",

" <td>Kansas</td>\n",

" <td>6.0</td>\n",

" <td>115</td>\n",

" <td>66</td>\n",

" <td>18.0</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>37</th>\n",

" <td>Pennsylvania</td>\n",

" <td>6.3</td>\n",

" <td>106</td>\n",

" <td>72</td>\n",

" <td>14.9</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>35</th>\n",

" <td>Oklahoma</td>\n",

" <td>6.6</td>\n",

" <td>151</td>\n",

" <td>68</td>\n",

" <td>20.0</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>49</th>\n",

" <td>Wyoming</td>\n",

" <td>6.8</td>\n",

" <td>161</td>\n",

" <td>60</td>\n",

" <td>15.6</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>13</th>\n",

" <td>Indiana</td>\n",

" <td>7.2</td>\n",

" <td>113</td>\n",

" <td>65</td>\n",

" <td>21.0</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>Ohio</td>\n",

" <td>7.3</td>\n",

" <td>120</td>\n",

" <td>75</td>\n",

" <td>21.4</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>29</th>\n",

" <td>New Jersey</td>\n",

" <td>7.4</td>\n",

" <td>159</td>\n",

" <td>89</td>\n",

" <td>18.8</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>Colorado</td>\n",

" <td>7.9</td>\n",

" <td>204</td>\n",

" <td>78</td>\n",

" <td>38.7</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>Arizona</td>\n",

" <td>8.1</td>\n",

" <td>294</td>\n",

" <td>80</td>\n",

" <td>31.0</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>45</th>\n",

" <td>Virginia</td>\n",

" <td>8.5</td>\n",

" <td>156</td>\n",

" <td>63</td>\n",

" <td>20.7</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>Arkansas</td>\n",

" <td>8.8</td>\n",

" <td>190</td>\n",

" <td>50</td>\n",

" <td>19.5</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>24</th>\n",

" <td>Missouri</td>\n",

" <td>9.0</td>\n",

" <td>178</td>\n",

" <td>70</td>\n",

" <td>28.2</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>California</td>\n",

" <td>9.0</td>\n",

" <td>276</td>\n",

" <td>91</td>\n",

" <td>40.6</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>16</th>\n",

" <td>Kentucky</td>\n",

" <td>9.7</td>\n",

" <td>109</td>\n",

" <td>52</td>\n",

" <td>16.3</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>Alaska</td>\n",

" <td>10.0</td>\n",

" <td>263</td>\n",

" <td>48</td>\n",

" <td>44.5</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>12</th>\n",

" <td>Illinois</td>\n",

" <td>10.4</td>\n",

" <td>249</td>\n",

" <td>83</td>\n",

" <td>24.0</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>31</th>\n",

" <td>New York</td>\n",

" <td>11.1</td>\n",

" <td>254</td>\n",

" <td>86</td>\n",

" <td>26.1</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>19</th>\n",

" <td>Maryland</td>\n",

" <td>11.3</td>\n",

" <td>300</td>\n",

" <td>67</td>\n",

" <td>27.8</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>30</th>\n",

" <td>New Mexico</td>\n",

" <td>11.4</td>\n",

" <td>285</td>\n",

" <td>70</td>\n",

" <td>32.1</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>21</th>\n",

" <td>Michigan</td>\n",

" <td>12.1</td>\n",

" <td>255</td>\n",

" <td>74</td>\n",

" <td>35.1</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>27</th>\n",

" <td>Nevada</td>\n",

" <td>12.2</td>\n",

" <td>252</td>\n",

" <td>81</td>\n",

" <td>46.0</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>42</th>\n",

" <td>Texas</td>\n",

" <td>12.7</td>\n",

" <td>201</td>\n",

" <td>80</td>\n",

" <td>25.5</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>32</th>\n",

" <td>North Carolina</td>\n",

" <td>13.0</td>\n",

" <td>337</td>\n",

" <td>45</td>\n",

" <td>16.1</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>41</th>\n",

" <td>Tennessee</td>\n",

" <td>13.2</td>\n",

" <td>188</td>\n",

" <td>59</td>\n",

" <td>26.9</td>\n",

" <td>3</td>\n",

" </tr>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>Alabama</td>\n",

" <td>13.2</td>\n",

" <td>236</td>\n",

" <td>58</td>\n",

" <td>21.2</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>39</th>\n",

" <td>South Carolina</td>\n",

" <td>14.4</td>\n",

" <td>279</td>\n",

" <td>48</td>\n",

" <td>22.5</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>Florida</td>\n",

" <td>15.4</td>\n",

" <td>335</td>\n",

" <td>80</td>\n",

" <td>31.9</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17</th>\n",

" <td>Louisiana</td>\n",

" <td>15.4</td>\n",

" <td>249</td>\n",

" <td>66</td>\n",

" <td>22.2</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>23</th>\n",

" <td>Mississippi</td>\n",

" <td>16.1</td>\n",

" <td>259</td>\n",

" <td>44</td>\n",

" <td>17.1</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>9</th>\n",

" <td>Georgia</td>\n",

" <td>17.4</td>\n",

" <td>211</td>\n",

" <td>60</td>\n",

" <td>25.8</td>\n",

" <td>3</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Unnamed: 0 Murder Assault UrbanPop Rape Crime\_clusters\n",

"33 North Dakota 0.8 45 44 7.3 2\n",

"28 New Hampshire 2.1 57 56 9.5 2\n",

"18 Maine 2.1 83 51 7.8 2\n",

"14 Iowa 2.2 56 57 11.3 2\n",

"44 Vermont 2.2 48 32 11.2 2\n",

"48 Wisconsin 2.6 53 66 10.8 2\n",

"11 Idaho 2.6 120 54 14.2 1\n",

"22 Minnesota 2.7 72 66 14.9 2\n",

"43 Utah 3.2 120 80 22.9 1\n",

"6 Connecticut 3.3 110 77 11.1 1\n",

"38 Rhode Island 3.4 174 87 8.3 3\n",

"40 South Dakota 3.8 86 45 12.8 2\n",

"46 Washington 4.0 145 73 26.2 3\n",

"26 Nebraska 4.3 102 62 16.5 1\n",

"20 Massachusetts 4.4 149 85 16.3 3\n",

"36 Oregon 4.9 159 67 29.3 3\n",

"10 Hawaii 5.3 46 83 20.2 2\n",

"47 West Virginia 5.7 81 39 9.3 2\n",

"7 Delaware 5.9 238 72 15.8 0\n",

"25 Montana 6.0 109 53 16.4 1\n",

"15 Kansas 6.0 115 66 18.0 1\n",

"37 Pennsylvania 6.3 106 72 14.9 1\n",

"35 Oklahoma 6.6 151 68 20.0 3\n",

"49 Wyoming 6.8 161 60 15.6 3\n",

"13 Indiana 7.2 113 65 21.0 1\n",

"34 Ohio 7.3 120 75 21.4 1\n",

"29 New Jersey 7.4 159 89 18.8 3\n",

"5 Colorado 7.9 204 78 38.7 3\n",

"2 Arizona 8.1 294 80 31.0 0\n",

"45 Virginia 8.5 156 63 20.7 3\n",

"3 Arkansas 8.8 190 50 19.5 3\n",

"24 Missouri 9.0 178 70 28.2 3\n",

"4 California 9.0 276 91 40.6 0\n",

"16 Kentucky 9.7 109 52 16.3 1\n",

"1 Alaska 10.0 263 48 44.5 0\n",

"12 Illinois 10.4 249 83 24.0 0\n",

"31 New York 11.1 254 86 26.1 0\n",

"19 Maryland 11.3 300 67 27.8 0\n",

"30 New Mexico 11.4 285 70 32.1 0\n",

"21 Michigan 12.1 255 74 35.1 0\n",

"27 Nevada 12.2 252 81 46.0 0\n",

"42 Texas 12.7 201 80 25.5 3\n",

"32 North Carolina 13.0 337 45 16.1 0\n",

"41 Tennessee 13.2 188 59 26.9 3\n",

"0 Alabama 13.2 236 58 21.2 0\n",

"39 South Carolina 14.4 279 48 22.5 0\n",

"8 Florida 15.4 335 80 31.9 0\n",

"17 Louisiana 15.4 249 66 22.2 0\n",

"23 Mississippi 16.1 259 44 17.1 0\n",

"9 Georgia 17.4 211 60 25.8 3"

]

},

"execution\_count": 22,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"stats =crime.sort\_values(\"Murder\", ascending=True)\n",

"stats"

]

},

{

"cell\_type": "code",

"execution\_count": 23,

"id": "3310fad0",

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\rahul\\anaconda3\\lib\\site-packages\\seaborn\\\_decorators.py:36: FutureWarning: Pass the following variables as keyword args: x, y. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" warnings.warn(\n",

"C:\\Users\\rahul\\anaconda3\\lib\\site-packages\\seaborn\\regression.py:581: UserWarning: The `size` parameter has been renamed to `height`; please update your code.\n",

" warnings.warn(msg, UserWarning)\n"

]

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 514x432 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"# Plot between pairs Murder~Assault\n",

"sns.lmplot( 'Murder','Assault', data=crime,\n",

" hue = 'Crime\_clusters',\n",

" fit\_reg=False, size = 6 );"

]

},

{

"cell\_type": "code",

"execution\_count": 25,

"id": "f4f66893",

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\rahul\\anaconda3\\lib\\site-packages\\seaborn\\\_decorators.py:36: FutureWarning: Pass the following variables as keyword args: x, y. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" warnings.warn(\n",

"C:\\Users\\rahul\\anaconda3\\lib\\site-packages\\seaborn\\regression.py:581: UserWarning: The `size` parameter has been renamed to `height`; please update your code.\n",

" warnings.warn(msg, UserWarning)\n"

]

},

{

"data": {
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"text/plain": [

"<Figure size 514x432 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"# Plot between pairs Murder~Rape\n",

"sns.lmplot( 'Murder','Rape', data=crime,\n",

" hue = 'Crime\_clusters',\n",

" fit\_reg=False, size = 6 );"

]

},

{

"cell\_type": "code",

"execution\_count": 26,

"id": "cf9f8fee",

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\rahul\\anaconda3\\lib\\site-packages\\seaborn\\\_decorators.py:36: FutureWarning: Pass the following variables as keyword args: x, y. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" warnings.warn(\n",

"C:\\Users\\rahul\\anaconda3\\lib\\site-packages\\seaborn\\regression.py:581: UserWarning: The `size` parameter has been renamed to `height`; please update your code.\n",

" warnings.warn(msg, UserWarning)\n"

]

},

{

"data": {
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"text/plain": [

"<Figure size 514x432 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"
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